AVR303: SPI-UART Gateway

Features

- Communicate with a SPI slave device using a RS232 terminal
- SPI Modes 0–3, bit order and slave select (SS) is supported
- SPI clock frequency 28kHz to 1.8MHz when using a 3.6864MHz crystal
- Single byte transfer or multi-byte sequences
- Auto toggle of SS pin for accurate data transfer simulation

1 Introduction

The Serial Peripheral Interface (SPI) is an excellent method of providing interprocessor communications for multi-processor embedded systems. However, concurrent development of the master and slave applications can result in increased test and debugging time, due to both ends of the communication link being unproven software. The SPI-UART Gateway application allows the developer to test and debug an SPI slave application isolated from the master, using manually controlled communications via a suitable RS232 terminal; for example a serial port terminal emulator running on a PC.

The SPI-UART Gateway is designed to run in master mode on an ATmega8(L) device, and allows all of the configurable parameters of the hardware SPI module to be modified. This means that communication should be possible with any SPI slave device, including other AVR microcontrollers, any other SPI-capable micros from Atmel or 3rd party manufacturers, and any dedicated SPI peripheral devices.

Figure 1-1. SPI-UART Gateway.
2 Software Description

Full source code is provided for build under IAR C compiler 2.28a or later. Users of other compiler packages must translate the code to their respective format, although the SPI-UART Gateway application is stand-alone and should require no modification. A hex file of the compiled software is also provided.

The software has been constructed in three distinct sections, and is split into three C source files. Individual functions will not be described in detail here, but the comments in the source code should give a good overview of what the functions are doing.

2.1 MAIN.C

This file contains the user interface handler, and demonstrates many useful techniques for building a UART based user interface system. In particular, the storage and handling of string literals should be noted, as these are stored in flash and form a significant percentage of the total flash space used. Other features that may be useful as code templates for other applications include ASCII to binary conversions, basic menu systems, and the checksum-verified EEPROM storage of configuration data.

2.2 SPI.C

This short file is based on the example code provided in the Atmel data sheets for the ATmega8 and other AVRs that utilize the hardware SPI module. The two resulting functions handle the initialization and transmission of data through the SPI interface, with the initialization function modified to support set up of the Slave Select pin.

2.3 USART2.C

This file contains an implementation of the interrupt driven USART ring-buffer code described in application note AVR306. This version is virtually identical to the original AVR306 version, the only differences being the separation of header information into a separate file (USART2.h) and changing of the frame format from 2 stop bits to 1 stop bit. A receive buffer overflow error handler has not been implemented, as it is not required.

3 Hardware Implementation

The SPI-UART Gateway application is perfectly suited for running on an STK500 AVR development board. An ATmega8 or ATmega8L should be fitted in the SCKT3200A2 (green) socket and programmed with the application hex file using the normal programming procedure. All fuses should be in their default state, except for clock selection, which should be “Ext. Clock; Start-up time: 6 CK + 64mS”. Ensure the STK500 oscillator is set to “3.69MHz” and that the board voltage is set to a level compatible with the target slave device. Note that the target cannot be another AVR device on the same STK500, a second development board or custom circuit will be required.

Link PD0 to RXD and PD1 to TXD on the “RS232 Spare” header, the link to the RS232 terminal is then made using the STK500 “RS232 Spare” 9-way D socket. Serial communication is 19200 Baud, using 8 bit data, no parity and one stop bit.

Connection to the target slave device is via the port pins as shown in Table 1-1.
### Table 1-1. Connections to target slave device.

<table>
<thead>
<tr>
<th>Signal</th>
<th>Port Pin</th>
<th>Direction</th>
</tr>
</thead>
<tbody>
<tr>
<td>SCK</td>
<td>PB5</td>
<td>Output</td>
</tr>
<tr>
<td>MISO</td>
<td>PB4</td>
<td>Input</td>
</tr>
<tr>
<td>MOSI</td>
<td>PB3</td>
<td>Output</td>
</tr>
<tr>
<td>SS</td>
<td>PB2</td>
<td>Output</td>
</tr>
<tr>
<td>GND</td>
<td>GND</td>
<td>na</td>
</tr>
</tbody>
</table>

### 4 How to use the SPI-UART Gateway

The RS232 terminal or terminal emulator should be configured as an ANSI type with no local echo of characters typed, and with no appending of line feeds to incoming line ends. Following connection to the terminal, reset of the SPI-UART Gateway processor will result in a welcome message being displayed on the terminal. If an SPI configuration had previously been stored in EEPROM, then this will be loaded and the status of the major parameters will be displayed, otherwise a default configuration will be used. Finally, a command prompt will be shown:

#### 4.1 Command: [H]-help >

Typing ‘H’ will display a help screen showing all the available commands (which are not case sensitive) with descriptions for alternative configurations where necessary. Commands available are as follows:

#### 4.2 Command: 0-9,A-F

Entering a valid hex character prepares the gateway to expect a second hex character, the combination of which will form a single byte for transmission through the SPI port. If the second character typed is not a valid hex character, the sequence will be aborted. A valid hex sequence will result in the byte being immediately transmitted through the SPI port. The hex value transmitted will be shown on the terminal, together with a hex representation of the byte received by the SPI module as a result of the transmission.

#### 4.3 Command: ?

This will display the current status of the SPI module configuration on the terminal. There will be no activity on the SPI port.

#### 4.4 Command: X

This indicates that a number of hex encoded bytes are to be entered and transmitted sequentially through SPI with minimal delay between bytes. Up to sixteen bytes can be entered, and transmission will begin when either sixteen byte values have been entered or the ‘Enter’ key has been pressed. During entry, any character typed that is not a valid hex value will cause the entire sequence to be aborted. If only one hex character has been entered when the ‘Enter’ key is pressed, that character will be ignored and any previous whole byte values will be transmitted. The hex bytes transmitted will be shown on the terminal, together with a hex representation of the byte received by the SPI module as a result of each individual transmission. The Slave Select pin can also be configured to ‘auto toggle’ at the beginning and end of transmission of X-command sequences. See the ‘P’ command for details.
4.5 Command: Q

This is used to set the SCK frequency, with eight possible values being selected by the second character typed (0-7). For a mega8 running from a 3.6864MHz crystal, the SCK frequencies available are displayed on the help screen, and range from 28.8kHz to 1.8432MHz.

4.6 Command: S

This gives manual control over the level of the Slave Select pin. Typing ‘S0’ will make the pin go low, typing ‘S1’ will make the pin go high.

4.7 Command: P

This is used to set the ‘Slave Select pin auto toggle’ mode, which is only used in conjunction with the ‘X’ command. Auto toggle will more accurately simulate a master to slave transmission sequence by first ensuring the SS pin is in the idle (inactive) state, then toggling SS to active before transmission of the first byte. The SS pin remains active until the last byte of the sequence has been transmitted, after which it will return to the idle state. Typing ‘P0’ turns on auto toggle with an active low SS pin, typing ‘P1’ turns on auto toggle with an active high SS pin. Typing ‘P2’ turns off auto toggle mode.

4.8 Command: T

This sets the bit order for SPI transmission. Typing ‘T0’ will mean the Most Significant Bit of the transmission and reception bytes is transferred on the first SCK cycle. Typing ‘T1’ will mean the Least Significant Bit is transferred first. Changing the bit order will not result in any immediate activity on the SPI port.

4.9 Command: M

This sets the SPI Mode, which affects the relationship between clock edges and data-transfer activity. The help screen gives a textual description of these relationships, however a graphical representation is provided in the mega8 data sheet, which should be referred to if clarification is required. All four possible SPI modes can be configured. Changing the SPI mode will not result in any immediate activity on the SPI port, and following a mode change the idle state of the SCK pin may be incorrect for that mode until a transmission has taken place.

4.10 Command: W

This will save the current configuration by writing it to the mega8 EEPROM. Following power-up or reset, the saved values will be automatically loaded.
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