AVR444: Sensorless control of 3-phase brushless DC motors

Features
- Robust sensorless commutation control.
- External speed reference.
- Overcurrent detection/protectio
- Basic speed controller included.
- Full source code in C.
- Source code can be adapted to a new motor by changing parameters.
- Several I/O pins/ peripherals not used for motor control. Can be used for other purposes, such as status LEDs, communication or user input.
- Works without modification on the pin and source code compatible devices ATmega48, ATmega88 and ATmega168.

1 Introduction
This application note describes how to implement sensorless commutation control of a 3-phase brushless DC (BLDC) motor with the low cost ATmega48 microcontroller. A general solution, suitable for most 3-phase BLDC motors on the market is presented. The full source code is written in the C language, no assembly is required. Adaptation to different motors is done through the setting of parameters in the source code.

The ATmega48/88/168 devices are all pin and source code compatible. The only difference is memory sizes. This application note is written with ATmega48 in mind, but any reference to ATmega48 in this document also applies to ATmega88/168.
2 Theory of operation

This document does not explain the theory behind brushless DC motors in detail. Instead it focuses on the aspects that are important to sensorless control. For an introduction to three phase brushless DC motors, please consult application note AVR443: Sensorbased control of three phase Brushless DC motor.

2.1 Waveforms

The generally accepted definition of a BLDC motor is a permanent magnet motor with trapezoidal back-EMF, as opposed to the sinusoidal back-EMF found in permanent-magnet synchronous motor. This application note applies to BLDC motors with trapezoidal back-EMF.

The typical trapezoidal back-EMF waveforms and corresponding driving voltages of a 3-phase BLDC are shown in Figure 1. In every commutation step, one phase winding is connected to positive supply voltage, one phase winding is connected to negative supply voltage and one phase is floating. The back-EMF in the floating phase will result in a “zero crossing” when it crosses the average of the positive and negative supply voltage. The zero crossings are marked as ZC in Figure 1.

The zero crossing occurs right in the middle of two commutations. At constant speed, or slowly varying speed, the time period from one commutation to zero-crossing and the time period from zero-crossing to the next commutation are equal. This is used as basis for this implementation of sensorless commutation control.
The floating phase, where the zero crossing must be detected, changes for every commutation step. One ADC channel for each phase winding is needed to detect zero crossings.

### 2.2 Startup

The magnitude of the back-EMF is directly proportional to the motor speed. This makes it extremely difficult to detect zero-crossings at low speed, since the signal to noise ratio is very small. The sensorless commutation scheme presented in this application note will thus not work during startup and at very low speeds. A number of strategies for sensorless startup of brushless DC motors have been proposed over
the years. These differ in complexity and computational complexity, and there does not seem to be one solution that fits all. Furthermore, many of these startup methods are patented.

In this application note, a simple “blind” startup is used. A table of inter-commutation delays for the first few commutation is stored in flash. This sequence is executed without attention to the back-EMF feedback. The control is then passed over to the sensorless commutation controller. This rather simple method works very well when the motor load is known in advance.

The inter-commutation delays are generated using the commutation timer (Timer/counter1) in the function ‘StartupDelay’. See included source code documentation for usage if needed for other startup methods.

2.3 PWM/ADC

The motor speed/torque is controlled by pulse width modulation (PWM). It is important to understand how the PWM works and how it interacts with the analog to digital converter (ADC) in order to make reliable measurements in the noisy environment created by the PWM.

The PWM is used in what is called phase correct mode. This mode uses a counter in a dual slope operation that makes the PWM output symmetrical within one PWM period. Furthermore, the compare value that determines the duty cycle of the PWM output is buffered, so it is not updated in the middle of a PWM cycle. Figure 2 shows the relationship between counter value, compare value and PWM output. Each PWM period is separated by dashed lines in the figure. The figure also shows that an overflow event occurs when the timer reaches zero. This event can be used to automatically trigger an ADC sample. Unless the duty cycle is very low, this is a point where the PWM output has been stable for a long time. This is used to make sure that the ADC sample of the floating phase voltage is made when the PWM switching noise is low.

Figure 2. PWM generation

2.4 Hardware

The suggested solution for sensorless control of 3-phase motors consists of six parts:

- AVR ATmega48/88/168 microcontroller
- 3-phase motor
- Motor power stage
- Back-EMF signal conditioning circuit
• Speed reference input
• Current measurement circuit

The interconnection of these parts is shown in Figure 3.

**Figure 3. Sensorless control setup**

The motor power stage is a standard triple half-bridge setup, often used for 3-phase motors. Figure 4 shows the conceptual schematics for this circuit. U, V and W are the three phase windings of the motor. The signals labeled XX_PWM are the control signals from the microcontroller. The switches are normally implemented with transistors, or similar semiconductors that can act as switches. The implementation details of the power stage circuit will differ and is outside the scope of this document. The ATAVRMC100 motor control kit gives an example of one such power stage circuit suitable for a wide range of motors. Schematics are available from www.atmel.com.

The switches connected to $V_m$ are called high side switches. The switches connected to ground are similarly called low side switches. When operating a BLDC motor as shown in Figure 1, only one high side and one low side switch is open at any time, creating a closed circuit where the current runs into one phase winding and out of another phase winding, while the last phase winding is left floating.

The diodes across each switch, usually called flyback diodes, protect the switches from the high voltage spikes that can occur when switching highly inductive loads like a motor. Some transistors include this diode in the package.

The single shunt resistor between the power stage and ground is used to measure the current consumption of the motor. Large currents can pass through this resistor, so the resistance should be as small as possible, but large enough to give ADC readings with sufficient accuracy. Also make sure that this resistor is rated for the power dissipated at maximum current.

Figure 4 shows how the power stage is connected to the motor windings and the control signals for the switches.
Six synchronized PWM signals that can be individually turned on and off are needed to control the power stage of Figure 4. The ATmega48 microcontroller can generate six PWM signals, but that requires the use of all timer/counter modules. It is desirable to have one timer/counter unit available for commutation timing. The solution to this is to generate only one PWM signal, and route this signal to the active switches. This is easily achieved by using six external AND-gates. Each AND-gate controls one power stage switch. The PWM-signal is routed to one input of the AND-gate. Six general-purpose I/O pins from the microcontroller is used as enable-signal to each AND-gate. The PWM distribution logic schematics are shown in Figure 5.

In order to prevent floating driver signals while the microcontroller is in reset, it is recommended to place a pull-down resistor on the PWM line. This will effectively turn off all switches when the PWM line is floating.
2.4.1 Voltage divider/low pass filter circuit

One circuit is used several times throughout the design: the passive voltage divider and low pass filter (VD/LPF). The layout of this circuit is shown in Figure 6.

Figure 6. ADC voltage divider and low pass filter circuit

The component values in this circuit depend on the desired DC gain and low pass filter corner frequency. The following observations should assist the choice of components:

- At low frequencies, the circuit behaves as a normal voltage divider. $V_{\text{OUT}} = \left(\frac{R_2}{R_1+R_2}\right) V_{\text{IN}}$. In other words, the DC gain equals that of the voltage divider made up by $R_1$ and $R_2$.
- For high frequencies, the capacitor $C$ behaves as a short to ground, filtering away these frequencies.
- The corner frequency of the filter is given by the equation: $\omega_0 = \left(\frac{R_1+R_2}{R_1R_2C}\right)$
- $R_1+R_2$ should be large (10-100 kΩ) to avoid large currents through the filter.

2.4.2 ADC reference voltage

The zero-crossing happens when the floating phase crosses the average voltage of the two supply rails. In this application note, it is assumed that the negative supply is at ground level, which makes the zero-cross voltage half the motor supply voltage. This dependence on motor supply voltage makes it impractical to use a fixed zero cross voltage threshold. Instead, the motor supply voltage (or scaled down version) is used as ADC reference voltage. The motor supply voltage needs to be low pass filtered before it is fed to the ADC. The VD/LPF of Figure 6 should be used for this.
purpose. The DC gain should be selected so that the voltage will be in the allowable range for the ADC, between 1.0V and AVCC.

Note that the DC gain of this circuit will be affected by the relatively low-impedant input on the AREF pin. This must either be compensated for in choice of component values or in software.

2.4.3 Back-EMF signal conditioning

The three phase voltages should be connected to the ADC through 3 VD/LPFs. The filters should have the same DC gain as the ADC reference in order to utilize the full ADC voltage range. The low pass filter should be designed to filter out as much high frequency noise as possible without introducing notable delay to the back-EMF signal.

2.4.4 Current measurement

The current through the shunt resistor is full of high frequency components because of PWM switching and commutations. In order to make meaningful ADC samples of the current consumption, it must be low pass filtered. The voltages over the shunt will typically be so low, that a voltage division is unnecessary. If not, a smaller shunt resistor should be considered to avoid unnecessary power dissipation. A passive low pass filter (series resistor and capacitor to ground) should be sufficient for filtering.

2.4.5 Fixed voltage reference

Since the ADC reference voltage (AREF pin) is varying with motor supply voltage, a fixed, known voltage reference is needed in order to make accurate current measurements. The ATmega48 has an internal band gap voltage reference, which can be measured relative to AREF by the ADC, but stabilizes too slow for this purpose. Instead an external reference is used in this application note. Any source can be used for this voltage reference, as long as it is stable and the voltage level is known at compile time. In this application note, the VCC voltage is fed through a VD/LPF to produce the known reference. The DC gain of the VD/LPF should in this case be selected such that the scaled fixed reference is never higher than the AREF voltage. The capacitor should be large enough, to remove any ripple on VCC.

2.4.6 Speed reference

An analog signal has been used as speed reference in this application note. The speed reference could be any signal, e.g. a temperature sensor reading. In this application note, a simple potentiometer circuit has been used. A VD/LPF like Figure 6, using a potentiometer as R2 resistor, with motor supply voltage as input and same voltage division as AREF ensures that the full ADC range is used.

2.4.7 Overcurrent detection/protection

The ADC current measurements are made once each PWM cycle, or approximately every 50µs at 20kHz PWM base frequency. If faster reaction to a critical overcurrent situation is needed, the analog comparator can be used. The filtered shunt voltage is connected to one analog comparator input. A fixed voltage representing the shunt voltage at maximum current consumption is connected to the other input. It is thus possible to get an interrupt that cuts power if the current is critically high. Note that any running interrupt must finish before the analog comparator interrupt is run, so there can be a small latency before power is cut. An external circuit that disables the PWM signal can be used if it is critical that power to the motor is shut down very quickly.
2.4.8 ATmega48 connections

The connections between the AVR and the different hardware subsystems are listed in Table 1. All signals on PORTB can be interchanged with each other. The same goes for the ADC channels.

Table 1. ATmega48 connections

<table>
<thead>
<tr>
<th>ATmega48 pin</th>
<th>Connected to</th>
<th>Direction</th>
</tr>
</thead>
<tbody>
<tr>
<td>AREF</td>
<td>Motor supply reference</td>
<td>In</td>
</tr>
<tr>
<td>PB0</td>
<td>WH_EN</td>
<td>Out</td>
</tr>
<tr>
<td>PB1</td>
<td>WL_EN</td>
<td>Out</td>
</tr>
<tr>
<td>PB2</td>
<td>VH_EN</td>
<td>Out</td>
</tr>
<tr>
<td>PB3</td>
<td>VL_EN</td>
<td>Out</td>
</tr>
<tr>
<td>PB4</td>
<td>UH_EN</td>
<td>Out</td>
</tr>
<tr>
<td>PB5</td>
<td>UL_EN</td>
<td>Out</td>
</tr>
<tr>
<td>PC0</td>
<td>Phase U ADC input</td>
<td>In</td>
</tr>
<tr>
<td>PC1</td>
<td>Phase V ADC input</td>
<td>In</td>
</tr>
<tr>
<td>PC2</td>
<td>Phase W ADC input</td>
<td>In</td>
</tr>
<tr>
<td>PC3</td>
<td>Shunt voltage</td>
<td>In</td>
</tr>
<tr>
<td>PC4</td>
<td>Speed reference</td>
<td>In</td>
</tr>
<tr>
<td>PC5</td>
<td>V&lt;sub&gt;CC&lt;/sub&gt; reference</td>
<td>In</td>
</tr>
<tr>
<td>PD5</td>
<td>PWM signal</td>
<td>Out</td>
</tr>
<tr>
<td>PD6</td>
<td>Analog comparator input 0</td>
<td>In</td>
</tr>
<tr>
<td>PD7</td>
<td>Analog comparator input 1</td>
<td>In</td>
</tr>
</tbody>
</table>

2.4.9 Peripheral usage

The following on-board peripheral units are used:

Table 2. Peripheral usage

<table>
<thead>
<tr>
<th>Peripheral unit</th>
<th>Usage</th>
</tr>
</thead>
<tbody>
<tr>
<td>Timer/counter0</td>
<td>PWM generation</td>
</tr>
<tr>
<td></td>
<td>ADC sample triggering</td>
</tr>
<tr>
<td>Timer/counter1</td>
<td>Commutation timing</td>
</tr>
<tr>
<td></td>
<td>Zero-cross holdoff timing</td>
</tr>
<tr>
<td>Analog to digital converter</td>
<td>Zero-cross detection</td>
</tr>
<tr>
<td></td>
<td>Current measurement</td>
</tr>
<tr>
<td></td>
<td>Speed reference input</td>
</tr>
<tr>
<td>Analog comparator</td>
<td>Overcurrent detection/prevention</td>
</tr>
</tbody>
</table>

2.5 Software

The software implementation is divided into four main parts:
- Initialization and startup
- Sensorless commutation control
• Speed and current control
• Stall and overcurrent detection

2.5.1 Initialization and startup

The initialization and startup part initializes all peripherals, runs the motor startup sequence and hands over control of motor commutation to the fully interrupt-driven sensorless commutation control. At the same time, an eternal loop is entered that runs all non-interrupt based tasks. The only such task in the included example is the speed and current control. Figure 7 shows the flowchart for the Initialization and startup. The block labeled ‘Enable interrupts’ marks the point where sensorless commutation control is handed over to the interrupt-driven commutation controller.

![Figure 7. Initialization and startup](image)

2.5.2 Sensorless commutation

In order to understand how the sensorless commutation is implemented, it is useful to take a look at the timing of the events that occur between two commutations. Figure 8 shows a close-up view of the voltage of a floating phase between two commutations.
The sensorless commutation control is implemented using several interrupts. Interrupts are enabled and disabled during different stages of the commutation cycle. Table 3 shows the responsibility of each interrupt. The state diagram in Figure 9 shows how the interrupts cooperate to perform sensorless commutation.

The eternal loop in main is running every time the state machine is in one of the states labeled ‘Wait for interrupt’.

**Table 3. Interrupt responsibility**

<table>
<thead>
<tr>
<th>Interrupt</th>
<th>Responsibility</th>
</tr>
</thead>
<tbody>
<tr>
<td>Timer/counter0 (PWM timer) overflow</td>
<td>Zero-cross detection</td>
</tr>
<tr>
<td>Timer/counter1 (commutation timer) compare A</td>
<td>Commutation timing</td>
</tr>
<tr>
<td>Timer/counter1 (commutation timer) compare B</td>
<td>ZC detection hold-off timing</td>
</tr>
<tr>
<td>ADC complete</td>
<td>Current measurement</td>
</tr>
<tr>
<td>Analog comparator</td>
<td>Overcurrent detection/prevention</td>
</tr>
</tbody>
</table>
2.5.3 Commutation filter

Noisy back-EMF measurements and the fact that zero-cross detection is performed only once per PWM cycle can lead to zero-cross detections with a small deviation from middle of two commutations. Assuming constant or slowly varying speed, a digital filter with low-pass characteristics will improve commutation timing. In the included source code, an Infinite impulse response (IIR) filter has been used to smooth the effects of incorrect zero-cross detections. The filter takes the form of Equation 1.

**Equation 1.** Commutation IIR filter

\[ y_n = \frac{ax_n + by_{n-1}}{a + b}, \]

where \( y_n \) is the filtered time at time step \( n \), \( x_n \) is the measured time at time step \( n \) and \( a \) and \( b \) are weighing factors.

For computational efficiency and numerical stability, \( a+b \) should be a power of 2. In the included source code, \( a = 1 \), \( b = 3 \) has been used.
2.5.4 Speed and current control

With no sensors available, the speed must be calculated using information from the commutation controller. The commutation controller stores the time between commutation and zero crossing in a global variable that is also used to calculate the rotational speed. At the same time a flag is set that tells the speed controller that a new speed measurement is available. The external speed reference is also sampled right after a zero-cross is detected, so fresh measurements of these are available at the same time.

Since the speed information is only updated at every back-EMF zero crossing, the update rate is proportional to the motor speed. This can be a problem, since the parameters of a discrete-time controller are dependent on time step. E.g. to have a P-regulator with constant gain, the proportional gain parameter must be calculated from the current time step. The alternative is to use a fixed value and accept that the controller gain varies with speed.

The shunt voltage is measured once every PWM cycle, approximately every 50µs at 20kHz. In addition the external fixed voltage reference is measured once for every commutation step to compensate for varying motor supply voltage. The fixed voltage reference is used to calculate the motor-supply derived AREF voltage. Once the AREF voltage is known, the shunt voltage can be calculated and thus the current through the shunt.

2.5.5 Stall detection

The rotor is considered stalled if there has not been a commutation for a predetermined period of time. The watchdog timer is used for this purpose. The watchdog timeout period is set during initialization and the watchdog timer is reset at every commutation. This triggers both the watchdog interrupt service routine and resets the microcontroller. The reset handler function that is run at startup determines the reset source and makes it possible to act differently when the microcontroller is first powered on and after a watchdog reset. This allows for powerful error detection and recovery.

2.5.6 Overcurrent detection/protection

The overcurrent detection/protection is based on the analog comparator. A shunt voltage that exceeds the overcurrent limit will trigger an analog comparator interrupt. This interrupt simply cuts power to the motor and waits in an infinite loop until the watchdog timer resets the microcontroller.

3 Implementation

A working implementation written in C is included with this application note. Full documentation of the source code and compilation information is found by opening the “readme.html” file included with the source code.
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